**WORKSHEET 1.2**

**1. Aim:**

Write a program to implement Bubble sort along with its complexity analysis.

**2. Problem Description:**

To implement Bubble Sort along with its complexity analysis.

**3. Algorithm:**

* Traverse from left and compare adjacent elements and the higher one is placed at right side.
* In this way, the largest element is moved to the rightmost end at first.
* This process is then continued to find the second largest and place it and so on until the data is sorted.

**4. Computational Complexity:-**

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of bubble sort is **O(n).**
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of bubble sort is **O(n2).**
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of bubble sort is **O(n2).**

**5. Pseudo Code :-**

bubbleSort(array)

n = length(array)

repeat

  swapped = **false**

**for** i = 1 to n - 1

**if** array[i - 1] > array[i], then

         swap(array[i - 1], array[i])

         swapped = **true**

         end **if**

   end **for**

   n = n - 1

 until not swapped

end bubbleSort

**6. Source Code:**

#include<iostream>

**using** **namespace** std;

**void** print(**int** a[], **int** n) //function to print array elements

    {

**int** i;

**for**(i = 0; i < n; i++)

    {

       cout<<a[i]<<" ";

    }

    }

**void** bubble(**int** a[], **int** n) // function to implement bubble sort

 {

**int** i, j, temp;

**for**(i = 0; i < n; i++)

    {

**for**(j = i+1; j < n; j++)

        {

**if**(a[j] < a[i])

            {

                temp = a[i];

                a[i] = a[j];

                a[j] = temp;

            }

        }

    }

 }

**int** main()

{

**int** i, j,temp;

**int** a[5] = {45, 1, 32, 13, 26};

**int** n = **sizeof**(a)/**sizeof**(a[0]);

    cout<<"Before sorting array elements are - \n";

    print(a, n);

    bubble(a, n);

    cout<<"\nAfter sorting array elements are - \n";

    print(a, n);

**return** 0;

}

1. **Screenshot of Output:**

![Capture.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhQAAABGCAMAAACjff0CAAAAolBMVEUAAADl5eUAAo66YACfAADCwZAAAWPlv45vAAAAkcLNjAC15eUAZaw7rdic2OXl5cLhqmJ7w+Xl1qyd2MPS5eU9rcK82K3l5dd8w9i25cPdwI+d2Nilwqzkv6uPj4/Hq2S25djT5djY16zGq6sAZZCZYgDBwdfT5cJuAGHlv7/MjI1uAI25YIwAAWbNjGGfAF93w9ib2MJRkcG62Kzlv4vMiwCLDfW4AAAEO0lEQVR42uybiXLTMBCGLTuN6kNOXAJJA+W+bwZ4/1djs57PmkR4aAsZ6na/aeOs9pdXtTaSIruZM4wDMsMwDMP4J+S1c2fZTaVZOZ8Zx8XtWGYCbIrsb7hP9fJInZefXLYdxjUpdwnxtYgF83uzMe3N6AxLiqNCUnz6NtNJY12I7YSF5EVQWw5eRuwl/kgnstfFoU5kgmeYl2oXrXNVr//cLjIQvzs7HepxpHze6vs1cuKTFNj1u3r9sXYVNvFoB+0cjav1LH/20ST42U8a+flsGCmCF/vprrCWFHk8+KF5Ir/PikTHJzR2nvTQg9OsW0pHiwJevuonGOpxpLzUnvPIic95sSW0tKLZYhOPdtDOJO7I3yXJuKPK7jQ6UrT6CRcqkkKvq15R+hZ/vHpiJro0KU70lKrj4g8n9Mg4xvJ5W2myKTE+Qmwx5KfZYhOPdtDOkbhiWhKMrCny79ppwmhSqA1IHxZXSApOTVWptk2SgnIdKoLPgPgIsUkK7MOkiMHSuJzX+G1SlD+ysIxJMfTtphg6DT+ESq/wng6HfMoPk0IlQacPOllkyUgRy+X1PQMF8REOdkwKbOLRDto5GlfqGQBO0JVX1w+joV9o9uPqUkdfHW7xQ+jNVNestLxzKhD32dvWLVR3ofkW1zIvVp56HClXhbwC8Tkvtpz+Qy1LRmzi0Q7aORZX6tn08R+47rfd0r4U3AWa51eZwDvbubz1BJ2VLkte26BuGIZhGIYxebrFbNhviATnDx9kEJ2odVsj0eGHqJu3tmScHKXsKaX7vaXPT/bsxUzK+h3A4BMdfoi6vLaMmBz5+ReS4k/PLcwfnXJMdEk59sa2oKZHV+lGY/pcQZoUjARllerwAzrxGlOj9Ow+c2t7LCkCawk2Jvd0+AFds3voxW46TYvADbF423t8pBBdv3oAdNEP6ErnbQqZIPE+1WY0KUgaej7R4QfVMfqUttacGpoU3VL7cSwp1N+8malGKiQ6/DDoQmUP0U6Pkucp2GegdH/l2anZP4eAMOrwAzp9Z/+pYRiGYRiGYRiGYRi/2rmDFIRhIIzC1EKpKFIXFZGewvsfTiL8Se2QzeBmmPdBT5ChhLR5oEsBl5uOonTGvY50KdKbtvey/wKyjnQp0jsv0zbXLkXtOpwuP90JuhSpPMslYfOmULdBHQe6FJlcX+UxQ6Fug9aCLkUmumV+HIrHXNeYLkU22/zdV2jlWtdhqWtBlyKbstu6D4PeGOo6qNugjgNdCjR0KbBHlwIHdCkAAADgp76EuzdhuxW2e8Fd0mjUl/D0JvrdCnUvOE8OSkPh7U3YboW6FwxFWBoCR2/CdCtM94L/FmLSMjt6E6Zb0e9eIBQNgbs30boVtnvBL3IxaQj8vQl1KzrfwYiWxKMhcPQmbLei071gsxmK+hLu3oTtVtjuBVsKAAAAAAAAAP/wAWbpWU9VAyZLAAAAAElFTkSuQmCC)

1. **Learning & Outcomes:**

* Learned about the linear sorting Algorithm, how it works, How much is the time complexity.
* Learned to create dynamic array using pointers.